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后缀数组

算法思想

后缀数组有两个数组 $sa$ 和 $rk$ 。

$sa[i]$ 表示将所有后缀排序后第 $i$ 小的后缀的编号， $rk[i]$ 表示后缀 $i$ 的排名。

所以显然 $sa[rk[i]]=rk[sa[i]]=i$ 。

显然暴力排序求这俩数组的做法是 $n^{2}logn$ 的。

有一个倍增算法，是利用上一次前和后两个段的排序名次作为第一第二关键字，进行新的一轮排序，这样
需要排序 $logn$ 次，每次如果是 $sort$ 排序，单次复杂度是 $nlogn$ 次，这样是 $nlog^{2}n$ 的。用
基数排序可以 $O(n)$ 排出结果，这样复杂度就是 $O(nlogn)$ 的。

重要定理： $height$ 数组表示 $lcp(sa[i],sa[i-1])$ ，其中 $lcp$ 数组表示最长公共前缀。

我们有 $height[rk[i]]≥height[rk[i-1]]-1$ 。

求 $height$ 数组的复杂度是 $O(n)$ 的。

$lcp(sa[i],sa[j])=min\{height[i+1……j]\}$

可以处理两个子串的最长公共前缀的问题，比如如果 $A=S[a……b],B=S[c……d]$ ，现在分情况讨论：

如果 $lcp(a,c)≥min(|A|,|B|)$ ，则 $A<B$ 等价于 $|A|<|B|$ 。

否则， $A<B$ 等价于 $rk[a]<rk[c]$ 。

还可以求不同子串的数目：

子串在后缀数组里，就是后缀数组的前缀，所以我们可以枚举后缀，然后计算前缀的总数，再减掉重复的。

前缀总数是子串个数就是 ${\frac {n(n+1)} 2}$ 。然后按照后缀排序的顺序枚举后缀，每次新增的子串就
是除了与上一个后缀的 $lcp$ 之外的其他的前缀一定是新增的， $lcp$ 的部分在上一个后缀已经计算过了。
所以答案是 ${\frac {n(n+1)} 2}-\sum_{i=2}^{n} height[i]$ 。

如果有一个让求出现了 $k$ 次的子串，就求出 $height$ 数组，如果相邻的 $k-1$ 个位置的值的最小值大
于 $0$ ，就说明有字符串，如果求其中的最大长度，就求所有 $k-1$ 个相邻位置的 $height$ 值的最小值，
再在其中取最大值。

如果问是否有某字符串在文本串中至少不重叠地出现了两次，这个东西显然可以二分长度 $|s|$ ，然后对于
$height$ 数组，求出所有连续 $lcp$ 大于等于 $s$ 的段，然后对于每一个段求出他们最大和最小的下标，
然后做差如果大于 $|s|$ ，则一定有字符串不重叠地出现了两次，这个可以求出满足条件字符串的长度最大
值和是哪个字符串。这个方法非常实用！

算法实现

char s[maxn];
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int y[maxn],x[maxn],c[maxn],sa[maxn],rk[maxn],height[maxn];
int n,m;
void get_SA() {
    for (int i=1; i<=n; ++i) ++c[x[i]=s[i]];
    for (int i=2; i<=m; ++i) c[i]+=c[i-1];
    for (int i=n; i>=1; --i) sa[c[x[i]]--]=i;
    for (int k=1; k<=n; k<<=1) {
        int num=0;
        for (int i=n-k+1; i<=n; ++i) y[++num]=i;
        for (int i=1; i<=n; ++i) if (sa[i]>k) y[++num]=sa[i]-k;
        for (int i=1; i<=m; ++i) c[i]=0;
        for (int i=1; i<=n; ++i) ++c[x[i]];
        for (int i=2; i<=m; ++i) c[i]+=c[i-1];
        for (int i=n; i>=1; --i) sa[c[x[y[i]]]--]=y[i],y[i]=0;
        swap(x,y);
        x[sa[1]]=1;
        num=1;
        for (int i=2; i<=n; ++i)
            x[sa[i]]=(y[sa[i]]==y[sa[i-1]] && y[sa[i]+k]==y[sa[i-1]+k]) ?
num : ++num;
        if (num==n) break;
        m=num;
    }
    /*
    for (int i=1; i<=n; ++i) {
        printf("%d ",sa[i]);
    }
    putchar(10);
    */
}
void get_height() {
    int k=0;
    for (int i=1; i<=n; ++i) rk[sa[i]]=i;
    for (int i=1; i<=n; ++i) {
        if (rk[i]==1) continue;
        if (k) --k;
        int j=sa[rk[i]-1];
        while (j+k<=n && i+k<=n && s[i+k]==s[j+k]) ++k;
        height[rk[i]]=k;
    }
    /*
    putchar(10);
    for (int i=1; i<=n; ++i) {
        printf("%d ",height[i]);
    }
    */
}
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代码练习

1.https://www.luogu.com.cn/problem/P4051

题目大意

给一个字符串，长度不超过 $10^{5}$ 。将这个字符串循环放置，让求将这些循环出来的字符串按照字典序
从小到大排序，并取最后一个字符接成一个新的字符串，让求这个新的字符串是什么。

题目解析

设原来的长度为 $len$ 。既然是循环放置，我们自然考虑倍增。那么比较这些字符串的大小，只需要取出
长度大于原长度的所有后缀，分别取他们的前 $len$ 项，但是注意到，我们比较他们的大小，相当于比较
这些后缀的大小。比如现在有两个题目给的串 $s1,s2$ ， 不妨设 $s1>s2$ ，然后加上后缀，我们必然有
$s11>s22$ ，因为这两个字符串在 $len$ 长度的时候就已经比出来了 $s1>s2$ 。反之一样，如果
$s1=s2$ ，那么我们无所谓哪个放在前面，因为最后一位是一样的，所以就是倍增之后求后缀数组，存一
下位置之后按 $rk$ 排序，之后取走每个位置的最后一个字符就可以了。

#include <bits/stdc++.h>
#define maxn 200050
using namespace std;
char s[maxn];
int y[maxn],x[maxn],c[maxn],sa[maxn],rk[maxn],height[maxn];
int n,m;
void get_SA() {
    for (int i=1; i<=n; ++i) ++c[x[i]=s[i]];
    for (int i=2; i<=m; ++i) c[i]+=c[i-1];
    for (int i=n; i>=1; --i) sa[c[x[i]]--]=i;
    for (int k=1; k<=n; k<<=1) {
        int num=0;
        for (int i=n-k+1; i<=n; ++i) y[++num]=i;
        for (int i=1; i<=n; ++i) if (sa[i]>k) y[++num]=sa[i]-k;
        for (int i=1; i<=m; ++i) c[i]=0;
        for (int i=1; i<=n; ++i) ++c[x[i]];
        for (int i=2; i<=m; ++i) c[i]+=c[i-1];
        for (int i=n; i>=1; --i) sa[c[x[y[i]]]--]=y[i],y[i]=0;
        swap(x,y);
        x[sa[1]]=1;
        num=1;
        for (int i=2; i<=n; ++i)
            x[sa[i]]=(y[sa[i]]==y[sa[i-1]] && y[sa[i]+k]==y[sa[i-1]+k]) ?
num : ++num;
        if (num==n) break;
        m=num;
    }
    /*
    for (int i=1; i<=n; ++i) {

https://www.luogu.com.cn/problem/P4051
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        printf("%d ",sa[i]);
    }
    putchar(10);
    */
}
void get_height() {
    int k=0;
    for (int i=1; i<=n; ++i) rk[sa[i]]=i;
    for (int i=1; i<=n; ++i) {
        if (rk[i]==1) continue;
        if (k) --k;
        int j=sa[rk[i]-1];
        while (j+k<=n && i+k<=n && s[i+k]==s[j+k]) ++k;
        height[rk[i]]=k;
    }
    /*
    putchar(10);
    for (int i=1; i<=n; ++i) {
        printf("%d ",height[i]);
    }
    */
}
 
struct Node {
    int id,val;
}node[maxn];
 
int cmp(Node a,Node b) {
    return a.val<b.val;
}
 
int main() {
    scanf("%s",s+1);
    n=strlen(s+1);
    for(int i=1;i<=n;i++) {
        s[i+n]=s[i];
    }
    n<<=1;
    m=257;
    get_SA();
    for(int i=1;i<=n;i++) {
        rk[sa[i]]=i;
    }
    for(int i=1;i<=n;i++) {
        node[i].id=i;
        node[i].val=rk[i];
    }
    sort(node+1,node+n/2+1,cmp);
    for(int i=1;i<=n/2;i++) {
        printf("%c",s[node[i].id+n/2-1]);
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    }
    return 0;
}

其实最小移动位置也是可以这么求的，只不过复杂度变成了 $O(nlogn)$ 的。

2.如何在线在字符串中找出模式串

设主串是 $T$ ，模式串是 $S$ ，我们先构造出主串的后缀数组，注意到如果模式串出现在主串中，一定是
作为这个主串某些后缀的前缀，这样我们可以二分 $S$ ，比较子串 $S$ 和当前后缀的时间复杂度是
$O(|S|)$ 的，于是这个复杂度就是 $|S|log|T|$ 的。如果要求出现的次数，可以在后面补一个很大的字符，
然后两次二分做差就可以了，输出位置取两次二分出来的排名，然后取左闭右开区间这些排名的 $sa$ 数
组位置，输出就好了。因为后缀平衡树是可以实现后缀数组的操作的，所以这个东西后缀平衡树也可以，
已经在那篇里写过了。

3.https://www.luogu.com.cn/problem/P2870

题目大意

给定一个长度为 $n$ 的字符串，要求构造一个新的字符串，构造规则是：每次取出原字符串的首或尾巴，
排到新字符串的尾巴，然后要新的字符串字典序最小

题目解析

通过大眼观察法就可以知道，其实我们每次判断的依据无非是剩下字符串是从头到尾字典序小还是从尾到
头字典序小，就这么贪心地取，因为这样从字典序小的那边取一定不会比从字典序大的那边取差，所以是
没问题的。直接硬比是 $O(n^{2})$ 的。这时就有一种想法，顺着求后缀数组并且逆着求后缀数组，但是
这样怎么比较哪个小呢，这么比依然是 $O(n^{2})$ 的。哦，那就逆着接到后面一起求后缀数组就好了啊，
是我太蠢了⋯这时和上面的类似，我们每次比较的是想同长度的串，所以后缀之间的比较就和那两个串的
比较结果是一样的（相同的串取哪个都无所谓）。最后就设两个队头，直接比较他们的 $rk$ 数组值就好
了，小的放在队里面，最后把队输出就行了。

#include <bits/stdc++.h>
#define maxn 1000050
using namespace std;
char s[maxn];
int y[maxn],x[maxn],c[maxn],sa[maxn],rk[maxn],height[maxn];
int n,m;
void get_SA() {
    for (int i=1; i<=n; ++i) ++c[x[i]=s[i]];
    for (int i=2; i<=m; ++i) c[i]+=c[i-1];
    for (int i=n; i>=1; --i) sa[c[x[i]]--]=i;
    for (int k=1; k<=n; k<<=1) {
        int num=0;
        for (int i=n-k+1; i<=n; ++i) y[++num]=i;
        for (int i=1; i<=n; ++i) if (sa[i]>k) y[++num]=sa[i]-k;
        for (int i=1; i<=m; ++i) c[i]=0;
        for (int i=1; i<=n; ++i) ++c[x[i]];
        for (int i=2; i<=m; ++i) c[i]+=c[i-1];

https://www.luogu.com.cn/problem/P2870
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        for (int i=n; i>=1; --i) sa[c[x[y[i]]]--]=y[i],y[i]=0;
        swap(x,y);
        x[sa[1]]=1;
        num=1;
        for (int i=2; i<=n; ++i)
            x[sa[i]]=(y[sa[i]]==y[sa[i-1]] && y[sa[i]+k]==y[sa[i-1]+k]) ?
num : ++num;
        if (num==n) break;
        m=num;
    }
    /*
    for (int i=1; i<=n; ++i) {
        printf("%d ",sa[i]);
    }
    putchar(10);
    */
}
void get_height() {
    int k=0;
    for (int i=1; i<=n; ++i) rk[sa[i]]=i;
    for (int i=1; i<=n; ++i) {
        if (rk[i]==1) continue;
        if (k) --k;
        int j=sa[rk[i]-1];
        while (j+k<=n && i+k<=n && s[i+k]==s[j+k]) ++k;
        height[rk[i]]=k;
    }
    /*
    putchar(10);
    for (int i=1; i<=n; ++i) {
        printf("%d ",height[i]);
    }
    */
}
 
struct Node {
    int id,val;
}node[maxn];
int bj[maxn];
int cmp(Node a,Node b) {
    return a.val<b.val;
}
char anss[maxn];
int main() {
    scanf("%d",&n);
    for(int i=1;i<=n;i++) {
        cin>>s[i];
    }
    for(int i=1;i<=n;i++) {
        s[i+n]=s[n-i+1];
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    }
    n<<=1;
    //printf("%s\n",s+1);
    m=257;
    get_SA();
    for(int i=1;i<=n;i++) {
        rk[sa[i]]=i;
    }
    int h1=1,h2=n/2+1;
    int cnt=0;
    while(cnt<n/2) {
        if(rk[h1]<rk[h2]) {
            anss[++cnt]=s[h1++];
        }else{
            anss[++cnt]=s[h2++];
        }
    }
    int L=strlen(anss+1);
    int cc=0;
    for(int i=1;i<=L;i++) {
        putchar(anss[i]);
        cc++;
        if(cc>=80) {
            cc=0;
            putchar('\n');
        }
    }
    return 0;
}

4.求最长回文子串

注意最长回文子串可以是奇数长度也可以是偶数长度。比如最长回文子串是 $aabaa$ ，也就是奇数的情况，
整个串是 $hijaabaaxy$ ，这种已经很自然地在中间放一个 $z+1$ 的字符，然后倒序抄过来，变成
$hijaabaaxy\{xyaabaajih$ ，只需要看 $baaxy…$ 和 $baajih$ 的 $lcp$ 就可以了。也就是沿着同一个点向
两边看 $lcp$ ，这样的长度是 $2×lcp-1$ ，因为有一个公共点重复了。同理如果对于可能的偶数情况，最长
回文子串是 $aabbaa$ ，整个串是 $hijaabbaaxy$ ，倒过来变成 $hijaabbaaxy\{xyaabbaajih$ 。只需要看
$baaxy…$ 和 $baajih$ 的 $lcp$ 即可。这个直接把结果乘二就行了，最后比较出所有的最大值就是答案。

void prework() {
    for(int i=1; i<=n; i++) best[i][0]=height[i];
    for(int j=1; (1<<j)<n; j++)
        for(int i=1; i+(1<<j)-1<=n; i++)
            best[i][j]=min(best[i][j-1],best[i+(1<<(j-1))][j-1]);
}
 
inline int query(int l,int r) {
    int k=log2(r-l+1);
    return min(best[l][k],best[r-(1<<k)+1][k]);
}
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//st表，区间min
inline int lcp(int l,int r) {
    if(l>r) swap(l,r);
    return query(l+1,r);
}
int main() {
    scanf("%s",s+1);
    n=strlen(s+1);
    s[n+1]='z'+1;
    m='z'+2;
    for(int i=1; i<=n; i++) {
        s[i+n+1]=s[n-i+1];
    }
    printf("%s\n",s+1);
    n=n*2+1;
    get_SA();
    get_height();
    prework();
    n>>=1;
    int maxv=0;
    for(int i=1; i<=n; i++) {
        int v=lcp(rk[i],rk[2*n+3-i]);
        if(2*v>maxv) {
            maxv=2*v;
            //printf("  %d %d\n",i,2*n+3-i);
            //printf("  %d\n",v);
        }
        v=lcp(rk[i],rk[2*n+2-i]);
        if(2*v-1>maxv) {
            maxv=2*v-1;
            //printf(" %d %d\n",i,2*n+2-i);
            //printf(" %d\n",v);
        }
    }
    printf("%d\n",maxv);
    return 0;
}

5.后缀数组还可以解决连续重复子串的问题

我们规定连续重复串为：某一个字符串 $L$ 是由某个字符串 $S$ 重复 $R$ 次得到的，则称 $L$ 是一个连
续重复串， $R$ 是这个字符串的重复次数。

5.1求连续重复子串出现次数最大值

首先肯定要枚举长度 $k$ ，判断 $k$ 是否整除总长度，然后只需要比较 $lcp(rk[1],rk[k+1])$ 是否是 $n-
k$ 就可以了。因为前提是整除，然后 $lcp(rk[1],rk[k+1])$ 是下标为 $1$ 的串和下标为 $k+1$ 的串的相同
前缀，如果把 $k+1$ 的剩下都包括了就可以说明每 $k$ 个都一样，画个图就知道了。于是还需要枚举最
小的长度就可以了，求出 $height$ 之后复杂度是 $O(n)$ 的。
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5.2求一个字符串的所有子串中重复次数最多的连续重复子串

先穷举长度 $L$ ，然后看所有的长度为 $L$ 的子串最多能连续出现几次。出现一次就是这个串本身，我们
直接考虑两次及以上的情况，注意如果子串出现了至少两次，我们取这些字符 $s[1],s[L+1],s[2*L+1]…$ ，
这些字符中一定会有两个出现在这个大串中，其实我们只需要将这些字符代表的相邻后缀取一下 $lcp$ 就
行，比如现在有一个串是 $habcabcabcabxyz$ ，然后这个最大显然是 $cabcabcabxyz$ 和 $cabcabxyz$ ，
这个的 $lcp$ 长度是 $6$ ，然后查一下实际上是 $3$ 个，也就是 ${\frac 6 3}+1$ 。但是这并不一定正确，
因为比如现在串删了一个字符，变成了 $habcabcabcaxyz$ 。现在长度为 $5$ ，但事实上还是应该是 $3$ ，
原因很简单，我们并没有将所有的情况都讨论进去，只是每隔这个长度找一下，导致有的串被切成两个段
了，次数会少算 $1$ ，这个很直观地可以看出来可以向前移动 $5\%3=2$ 的长度，因为这些长度相当于被浪
费了，然后算一下那两个新的点的 $lcp$ ，如果大于等于 $L$ ，说明刚才有一个没算进去，反之不用管，这
样复杂度就是 $O(n×({\frac 1 1}+{\frac 1 2}+…+{\frac 1 n}))=O(nlogn)$ 。

6.出现或反转后出现在每个字符串中的最长子串

我们将所有字符串和他们倒过来的字符串用没出现过的字符分割并相连。然后把除了分隔符之外的每一个
位置都标记好是哪个字符串中出现的。然后显然是二分答案。翻转后的字符串和翻转之前的字符串都是标
记同一个字符串，一起求后缀数组，这样就可以既考虑翻转又考虑没翻转的情况了。

bool check( int limit , int len ) {
    memset( have , false , sizeof(have) ) ;//清空，防止受上次结果影响
    if( in[sa[1]] ) {//因为height数组比较的是sa[i-1]和sa[i] 所以这里先把1的放进去
        have[in[sa[1]]] = true ;//因为长度必然比limit大，所以一定是true
    }
    for( int i = 2 ; i <= len ; i ++ ) {
        if( height[i] < limit ) {
            int cnt = 0 ;
            for( int j = 1 ; j <= n ; j ++ ) {
                if( have[j] ) cnt ++ ;
            }
            if( cnt == n ) return true ;
            memset( have , false , sizeof(have) ) ;//一定要把所有的清空
        }
        if( in[sa[i]] ) {
            have[in[sa[i]]] = true ;//和上面同理
        }
    }
    int cnt = 0 ;
    for( int j = 1 ; j <= n ; j ++ ) {
        if( have[j] ) cnt ++ ;
    }
    return cnt == n ;//别忘了有可能最后一步才凑够，这里要重新判断一下
}
 
        //main函数中
​   for( int i = 1 ; i <= n;  i ++ ) {
​       scanf( "%s" , str ) ;
​       int l = strlen( str ) ;
​       mm = min( mm , l ) ;
​       for( int j = 0 ; j < l ; j ++ ) {//顺着存
​           r[len] = str[j] ;
​           in[len++] = i ;
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​       }
​       r[len++] = 'z' + i ;//这里一定要区别开
​       for( int j = l - 1 ; j >= 0 ; j -- ) {//倒着存
​           r[len] = str[j] ;
​           in[len++] = i ;
​       }
​       r[len++] = 'z' + i + n ;//这里一定要区别开
​   }
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