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李超线段树

算法简介

一个支持动态加入折线段和查询某个区间内所有折线段最高/最低点的数据结构。

算法模板

全局修改单点查询

洛谷p4254

题意

支持以下两种操作：

加入直线 $y=kx+b$1.
询问当前所有直线在 $x_0$ 处的最大值2.

题解

考虑线段树维护坐标轴，每个区间维护一条直线。当一个区间加入一条新直线时，若该区间原来没有直线，
则直接用新直线覆盖。

否则，考虑新旧直线的优势长度，这里一条直线的优势长度定义该直线作为区间更优解的长度。

通过比较区间中点的取值可以得到优势长度更大的直线，然后将该区间用优势长度更大的直线的线段覆盖。

另外，优势长度更大的直线一定是整个左区间或整个右区间的更优解，而在另一个区间新旧直线可能各自
占用一部分长度的更优解。

于是需要将被取代的直线下放到两个线段自占用一部分长度的更优解的区间来更新答案。

对于查询操作，类似懒标记永久化的线段树，递归过程中不停更新最优解即可。时间复杂度 $O(q\log n)$。

const int MAXN=5e4+5,MAXM=1e5+5;
double slope[MAXM],b[MAXM];
int tag[MAXN<<2];
double caly(int v,int x){
    return slope[v]*(x-1)+b[v];
}
void update(int k,int lef,int rig,int v){
    if(!tag[k]){
        tag[k]=v;
        return;
    }

https://www.luogu.com.cn/problem/P4254
https://www.luogu.com.cn/problem/P4254
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    int mid=lef+rig>>1;
    double y1=caly(v,mid),y2=caly(tag[k],mid);
    if(lef==rig){
        tag[k]=y1>y2?v:tag[k];
        return;
    }
    if(y1>y2){
        if(slope[v]>slope[tag[k]])
        update(k<<1,lef,mid,tag[k]);
        else if(slope[v]<slope[tag[k]])
        update(k<<1|1,mid+1,rig,tag[k]);
        tag[k]=v;
    }
    else{
        if(slope[v]<slope[tag[k]])
        update(k<<1,lef,mid,v);
        else if(slope[v]>slope[tag[k]])
        update(k<<1|1,mid+1,rig,v);
    }
}
double query(int k,int lef,int rig,int pos){
    if(lef==rig)
    return caly(tag[k],pos);
    int mid=lef+rig>>1;
    if(mid>=pos)
    return max(query(k<<1,lef,mid,pos),caly(tag[k],pos));
    else
    return max(query(k<<1|1,mid+1,rig,pos),caly(tag[k],pos));
}
char opt[100];
int main()
{
    int n=5e4,q=read_int(),m=0;
    while(q--){
        scanf("%s",opt);
        if(opt[0]=='P'){
            ++m;
            scanf("%lf%lf",&b[m],&slope[m]);
            update(1,1,n,m);
        }
        else
        enter((int)query(1,1,n,read_int())/100);
    }
    return 0;
}

区间修改单点查询

洛谷p4097

https://www.luogu.com.cn/problem/P4097
https://www.luogu.com.cn/problem/P4097
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题意

支持以下两种操作：

加入线段 $(x_0,y_0)\to (x_1,y_1)$1.
询问所有与 $x=x_0$ 直线相交的线段中纵坐标最大的线段编号2.

题解

将线段拆成 $O(\log n)$ 个线段树上的区间，然后套用全局修改算法即可，于是修改操作时间复杂度变为
$O\left(q\log^2 n\right)$。

另外，对于斜率不存在的线段，可以将 $(x,y_0)\to (x,y_1)$ 转化为 $(x,\max(y_0,y_1))$。

const int MAXN=4e4+5,MAXM=1e5+5;
const double eps=1e-8;
double slope[MAXM],b[MAXM];
int lef[MAXN<<2],rig[MAXN<<2],tag[MAXN<<2];
double caly(int v,int x){
    return slope[v]*x+b[v];
}
void build(int k,int L,int R){
    lef[k]=L,rig[k]=R;
    if(L==R)return;
    int M=L+R>>1;
    build(k<<1,L,M);
    build(k<<1|1,M+1,R);
}
void update(int k,int v){
    if(!tag[k]){
        tag[k]=v;
        return;
    }
    int mid=lef[k]+rig[k]>>1;
    double y1=caly(v,mid),y2=caly(tag[k],mid);
    if(lef[k]==rig[k]){
        tag[k]=(y1>y2+eps)?v:tag[k];
        return;
    }
    if(y1>y2+eps){
        if(slope[v]>slope[tag[k]])
        update(k<<1,tag[k]);
        else if(slope[v]<slope[tag[k]])
        update(k<<1|1,tag[k]);
        tag[k]=v;
    }
    else{
        if(slope[v]<slope[tag[k]])
        update(k<<1,v);
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        else if(slope[v]>slope[tag[k]])
        update(k<<1|1,v);
    }
}
void update(int k,int L,int R,int v){
    if(L<=lef[k]&&rig[k]<=R)
    update(k,v);
    else{
        int mid=lef[k]+rig[k]>>1;
        if(mid>=L)
        update(k<<1,L,R,v);
        if(mid<R)
        update(k<<1|1,L,R,v);
    }
}
pair<double,int> get_s(pair<double,int> a,pair<double,int> b){
    if(fabs(a.first-b.first)<eps)
    return make_pair(a.first,min(a.second,b.second));
    else if(a.first>b.first)
    return a;
    else
    return b;
}
pair<double,int> query(int k,int pos){
    pair<double,int> v=make_pair(caly(tag[k],pos),tag[k]);
    if(lef[k]==rig[k])
    return v;
    int mid=lef[k]+rig[k]>>1;
    if(mid>=pos)
    return get_s(query(k<<1,pos),v);
    else
    return get_s(query(k<<1|1,pos),v);
}
const int mod1=39989,mod2=1e9+1;
int main()
{
    int n=4e4,q=read_int(),m=0,lastans=0;
    build(1,1,n);
    b[0]=-1e12;
    while(q--){
        int opt=read_int();
        if(opt==0){
            int pos=(read_int()+lastans-1)%mod1+1;
            enter(lastans=query(1,pos).second);
        }
        else{
            int x0=read_int(),y0=read_int(),x1=read_int(),y1=read_int();
            x0=(x0+lastans-1)%mod1+1;
            y0=(y0+lastans-1)%mod2+1;
            x1=(x1+lastans-1)%mod1+1;
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            y1=(y1+lastans-1)%mod2+1;
            m++;
            if(x0==x1){
                slope[m]=0;
                b[m]=max(y0,y1);
            }
            else{
                slope[m]=1.0*(y1-y0)/(x1-x0);
                b[m]=y0-slope[m]*x0;
            }
            update(1,min(x0,x1),max(x0,x1),m);
        }
    }
    return 0;
}

区间修改区间查询

洛谷p4069

题意

给定一棵树，支持以下两种操作：

$w(u)=\max(w(u),a\times \text{dis}(u,s)+b)(u\in s\to t)$1.
询问 $\max(w(u))(u\in s\to t)$2.

题解

考虑树剖转化为序列问题，接下来考虑处理更新操作。设 $d(u)$ 表示根节点到 $u$ 的距
离，$p=\text{LCA}(s,t)$，分两种情况：

$u\in p\to s$，此时有 $\text{dis}(u,s)=d(s)-d(u)$，代入得 $w(u)=-a\times d(u)+b+a\times d(s)$1.
$u\in p\to t$，此时有 $\text{dis}(u,s)=d(s)+d(u)-2d(p)$，代入得 $w(u)=a\times d(u)+b+a\times2.
(d(s)-2d(p))$

接下来考虑区间查询操作，需要动态维护区间最优解，同时查询过程需要考虑当前区间覆盖线段的影响。

const int MAXN=1e5+5;
const LL inf=123456789123456789;
LL slope[MAXN<<1],b[MAXN<<1];
LL a[MAXN];
LL caly(int v,int x){
    return slope[v]*a[x]+b[v];
}
namespace Tree{
    int lef[MAXN<<2],rig[MAXN<<2],tag[MAXN<<2];

https://www.luogu.com.cn/problem/P4069
https://www.luogu.com.cn/problem/P4069
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    LL s[MAXN<<2];
    void push_up(int k){
        s[k]=min(s[k],min(s[k<<1],s[k<<1|1]));
    }
    void build(int k,int L,int R){
        lef[k]=L,rig[k]=R,s[k]=inf;
        if(L==R)return;
        int M=L+R>>1;
        build(k<<1,L,M);
        build(k<<1|1,M+1,R);
    }
    void update(int k,int v){
        s[k]=min(s[k],min(caly(v,lef[k]),caly(v,rig[k])));
        if(!tag[k]){
            tag[k]=v;
            return;
        }
        int mid=lef[k]+rig[k]>>1;
        LL y1=caly(v,mid),y2=caly(tag[k],mid);
        if(lef[k]==rig[k]){
            tag[k]=(y1<y2)?v:tag[k];
            return;
        }
        if(y1<y2){
            if(slope[v]<slope[tag[k]])
            update(k<<1,tag[k]);
            else if(slope[v]>slope[tag[k]])
            update(k<<1|1,tag[k]);
            tag[k]=v;
        }
        else{
            if(slope[v]>slope[tag[k]])
            update(k<<1,v);
            else if(slope[v]<slope[tag[k]])
            update(k<<1|1,v);
        }
        push_up(k);
    }
    void update(int k,int L,int R,int v){
        if(L<=lef[k]&&rig[k]<=R)
        update(k,v);
        else{
            int mid=lef[k]+rig[k]>>1;
            if(mid>=L)
            update(k<<1,L,R,v);
            if(mid<R)
            update(k<<1|1,L,R,v);
            push_up(k);
        }
    }
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    LL query(int k,int L,int R){
        if(L<=lef[k]&&rig[k]<=R)
        return s[k];
        LL
ans=tag[k]==0?inf:min(caly(tag[k],max(lef[k],L)),caly(tag[k],min(rig[k],R))
);
        int mid=lef[k]+rig[k]>>1;
        if(mid>=L)
        ans=min(ans,query(k<<1,L,R));
        if(mid<R)
        ans=min(ans,query(k<<1|1,L,R));
        return ans;
    }
}
struct Edge{
    int to,w,next;
}edge[MAXN<<1];
int head[MAXN],edge_cnt;
void Insert(int u,int v,int w){
    edge[++edge_cnt]=Edge{v,w,head[u]};
    head[u]=edge_cnt;
}
int d[MAXN],sz[MAXN],f[MAXN],dfn[MAXN],dfs_t;
int hson[MAXN],mson[MAXN],p[MAXN];
LL dis[MAXN];
void dfs1(int u,int fa){
    sz[u]=1,f[u]=fa,mson[u]=0;
    for(int i=head[u];i;i=edge[i].next){
        int v=edge[i].to;
        if(v==fa)continue;
        d[v]=d[u]+1;
        dis[v]=dis[u]+edge[i].w;
        dfs1(v,u);
        sz[u]+=sz[v];
        if(sz[v]>mson[u]){
            hson[u]=v;
            mson[u]=sz[v];
        }
    }
}
void dfs2(int u,int top){
    dfn[u]=++dfs_t,p[u]=top;
    a[dfs_t]=dis[u];
    if(mson[u])
    dfs2(hson[u],top);
    for(int i=head[u];i;i=edge[i].next){
        int v=edge[i].to;
        if(v==f[u]||v==hson[u])
        continue;
        dfs2(v,v);
    }
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}
int lca(int u,int v){
    while(p[u]!=p[v]){
        if(d[p[u]]<d[p[v]])
        swap(u,v);
        u=f[p[u]];
    }
    return d[u]<d[v]?u:v;
}
void update(int u,int pu,int v){
    while(p[u]!=p[pu]){
        Tree::update(1,dfn[p[u]],dfn[u],v);
        u=f[p[u]];
    }
    Tree::update(1,dfn[pu],dfn[u],v);
}
LL query(int u,int v){
    LL ans=inf;
    while(p[u]!=p[v]){
        if(d[p[u]]<d[p[v]])
        swap(u,v);
        ans=min(ans,Tree::query(1,dfn[p[u]],dfn[u]));
        u=f[p[u]];
    }
    if(d[u]>d[v])
    swap(u,v);
    return min(ans,Tree::query(1,dfn[u],dfn[v]));
}
int main()
{
    int n=read_int(),m=read_int(),cnt=0;
    _for(i,1,n){
        int u=read_int(),v=read_int(),w=read_int();
        Insert(u,v,w);
        Insert(v,u,w);
    }
    Tree::build(1,1,n);
    dfs1(1,0);
    dfs2(1,1);
    while(m--){
        int opt=read_int(),u=read_int(),v=read_int();
        if(opt==1){
            LL a0=read_int(),b0=read_int();
            int p=lca(u,v);
            ++cnt;
            slope[cnt]=-a0,b[cnt]=a0*dis[u]+b0;
            update(u,p,cnt);
            ++cnt;
            slope[cnt]=a0,b[cnt]=a0*(dis[u]-2*dis[p])+b0;
            update(v,p,cnt);
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        }
        else
        enter(query(u,v));
    }
    return 0;
}

算法例题

斜率优化 $\text{DP}$

洛谷p4655

例题一

题意

给定 $n$ 个点，第 $i$ 个点有两个权值 $h_i,w_i$。要求选定若干个点，记为 $a_1,a_2\cdots a_k$，其中
$1,n$ 号点必选。

费用为 $\sum_{i=1}^{k-1} (a_{i+1}-a_i)^2+\sum_{i \not \in a}w_i$。要求最小化费用。

题解

设 $s_i=\sum_{j=1}^i w_i$，$f(i)$ 表示 $n=i$ 的情况下的最小费用，于是有状态转移

$$ f(i)=\min\left(f(j)+\sum_{k=j+1}^{i-1}w_i+(h_i-h_j)^2\right)=\min\left(-2h_jh_i+f_j+h_j^2-
s_j\right)+h_i+s_{i-1} $$

不难发现问题转化为求 $y=-2h_jx+f_j+h_j^2-s_j(j=1\sim i-1)$ 在 $x=h_i$ 处的最小值，李超线段树模板，
时间复杂度 $O(n\log V)$。

const int MAXV=1e6+5,MAXN=1e5+5;
const LL inf=1LL<<62;
LL slope[MAXN],b[MAXN];
int tag[MAXV<<2];
LL caly(int v,LL x){
    return v==0?inf:slope[v]*x+b[v];
}
void update(int k,int lef,int rig,int v){
    if(!tag[k]){
        tag[k]=v;
        return;
    }
    int mid=lef+rig>>1;
    LL y1=caly(v,mid),y2=caly(tag[k],mid);
    if(lef==rig){
        tag[k]=y1<y2?v:tag[k];

https://www.luogu.com.cn/problem/P4655
https://www.luogu.com.cn/problem/P4655
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        return;
    }
    if(y1<y2){
        if(slope[v]<slope[tag[k]])
        update(k<<1,lef,mid,tag[k]);
        else if(slope[v]>slope[tag[k]])
        update(k<<1|1,mid+1,rig,tag[k]);
        tag[k]=v;
    }
    else{
        if(slope[v]>slope[tag[k]])
        update(k<<1,lef,mid,v);
        else if(slope[v]<slope[tag[k]])
        update(k<<1|1,mid+1,rig,v);
    }
}
LL query(int k,int lef,int rig,int pos){
    if(lef==rig)
    return caly(tag[k],pos);
    int mid=lef+rig>>1;
    if(mid>=pos)
    return min(query(k<<1,lef,mid,pos),caly(tag[k],pos));
    else
    return min(query(k<<1|1,mid+1,rig,pos),caly(tag[k],pos));
}
LL dp[MAXN],h[MAXN],w[MAXN];
int main()
{
    int n=read_int(),m=1e6;
    _rep(i,1,n)h[i]=read_int();
    _rep(i,1,n)w[i]=read_int();
    _rep(i,2,n)w[i]+=w[i-1];
    slope[1]=-h[1]*2,b[1]=h[1]*h[1]-w[1];
    update(1,0,m,1);
    _rep(i,2,n){
        dp[i]=query(1,0,m,h[i])+h[i]*h[i]+w[i-1];
        slope[i]=-h[i]*2,b[i]=dp[i]+h[i]*h[i]-w[i];
        update(1,0,m,i);
    }
    enter(dp[n]);
    return 0;
}

例题二

题意

给定两条直线，每条直线上依次有 $n$ 个点。然后给定 $m$ 条弦，第 $i$ 条弦的一端位于第一条直线的
第 $u_i$ 个点，另一端位于第二条直线的第 $v_i$ 个点。
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每次操作可以选择第一条直线的第 $x$ 个点和第二条直线的第 $y$ 个点，然后割断所有 $u\gt x,v\lt x$ 的
弦，同时产生 $a_x\times b_y$ 的费用。

要求进行若干次操作割断所有的弦同时最小化费用。$(2\le u_i\le n,1\le v_i\le n-1)$

题解

如果弦 $(u_i,v_i),(u_j,v_j)$ 满足 $u_i\le u_j,v_i\ge v_j$，那割断弦 $i$ 时一定可以割断弦 $j$，于是可以不
考虑弦 $j$。

将剩下的弦 $(u_1,v_1),(u_2,v_2)\cdots (u_k,v_k)$ 按 $u_i$ 从大到小排序，一定满足 $v_i\gt v_{i+1}$。

设 $sa(i)=\min_{j\le i}(a_j),sb(i)=\min_{j\ge i}(b_j)$，$f(i)$ 表示割断前 $i$ 条弦的最小费用，于是有状
态转移

$$ f(i)=\min_{0\le j\lt i}\left(f_j+sa(u_i-1)\times sb(v_{j+1}+1)\right) $$

然后套用李超线段树求解即可，时间复杂度 $O(n\log V)$。

const int MAXV=1e6+5,MAXN=3e5+5;
const LL inf=1LL<<62;
LL slope[MAXN],b[MAXN];
int tag[MAXV<<2];
LL caly(int v,LL x){
    return v==0?inf:slope[v]*x+b[v];
}
void update(int k,int lef,int rig,int v){
    if(!tag[k]){
        tag[k]=v;
        return;
    }
    int mid=lef+rig>>1;
    LL y1=caly(v,mid),y2=caly(tag[k],mid);
    if(lef==rig){
        tag[k]=y1<y2?v:tag[k];
        return;
    }
    if(y1<y2){
        if(slope[v]<slope[tag[k]])
        update(k<<1,lef,mid,tag[k]);
        else if(slope[v]>slope[tag[k]])
        update(k<<1|1,mid+1,rig,tag[k]);
        tag[k]=v;
    }
    else{
        if(slope[v]>slope[tag[k]])
        update(k<<1,lef,mid,v);
        else if(slope[v]<slope[tag[k]])
        update(k<<1|1,mid+1,rig,v);
    }
}
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LL query(int k,int lef,int rig,int pos){
    if(lef==rig)
    return caly(tag[k],pos);
    int mid=lef+rig>>1;
    if(mid>=pos)
    return min(query(k<<1,lef,mid,pos),caly(tag[k],pos));
    else
    return min(query(k<<1|1,mid+1,rig,pos),caly(tag[k],pos));
}
struct Node{
    int u,v;
    bool operator < (const Node &b)const{
        return u>b.u||(u==b.u&&v<b.v);
    }
}node[MAXN],st[MAXN];
LL dp[MAXN],wa[MAXN],wb[MAXN];
int main()
{
    int n=read_int(),m=read_int(),maxv=1e6;
    _rep(i,1,n)wa[i]=read_int();
    _rep(i,1,n)wb[i]=read_int();
    _rep(i,2,n)wa[i]=min(wa[i],wa[i-1]);
    for(int i=n-1;i;i--)wb[i]=min(wb[i],wb[i+1]);
    _for(i,0,m){
        node[i].u=read_int();
        node[i].v=read_int();
    }
    sort(node,node+m);
    int pos=0;
    _for(i,0,m){
        while(pos&&st[pos].v<=node[i].v)pos--;
        st[++pos]=node[i];
    }
    _rep(i,1,pos){
        slope[i]=wb[st[i].v+1],b[i]=dp[i-1];
        update(1,1,maxv,i);
        dp[i]=query(1,1,maxv,wa[st[i].u-1]);
    }
    enter(dp[pos]);
    return 0;
}
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