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格式：

按秩合并的均摊复杂度为 $O(\log n)$1.
单纯使用路径压缩的（总共）复杂度为 $O(n+f(1+\log_{2+f/n}n))$。只有同时使用按秩合并和路径2.
压缩才达到单次 $O(\alpha(n))$
使用 $\log$3.
变量使用 $n$，$\text{fa}$ 等，不要直接写4.

内容：

并查集中通常使用“按秩合并”这一术语，建议使用1.
合并部分的代码，建议写成这样，简洁一些2.

x=find(x),y=find(y);
if(x==y)
    return;
if(m[x]>m[y])
    std::swap(x,y)
m[y]+=m[x];
fa[x]=y;

查找部分的代码，建议写成这样，简洁一些1.

return fa[u] == u ? u : (fa[u] = find(fa[u]));

挑几道题出来讲讲呗，不要只放链接1.

并查集

前言

并查集应用广泛，用于判断元素是否属于同一个集合以及合并集合。

复杂度

最坏到 $O(n)$，使用路径压缩可达到 $O(log{n})$，使用启发式合并可以达到 $O(\alpha (n))$，其中
$\alpha (n)$ 是阿克曼函数的反函数，可以认为非常小（这部分参照网上）。启发式合并即每次将小的集
合合并到大的集合中去，可以减少修改次数。

概念

每个集合有一个代表元素，每一个元素通过一个数组记录其所属集合的代表元素。判断两个元素是否属于
同一个集合时查询它们的代表元素是否相同，合并集合时将一个集合的代表元素更替为另一个集合的代表
元素。



Last
update:
2020/06/27
17:05

2020-2021:teams:no_morning_training:shaco:
知识点:数据结构:并查集

https://wiki.cvbbacm.com/doku.php?id=2020-2021:teams:no_morning_training:shaco:%E7%9F%A5%E8%AF%86%E7%82%B9:%E6%95%B0%E6%8D%AE%E7%BB%93%E6%9E%84:%E5%B9%B6%E6%9F%A5%E9%9B%86&rev=1593248711

https://wiki.cvbbacm.com/ Printed on 2026/01/14 04:35

操作

初始化

每一个元素的代表元素是它自身，每一个元素的高度是0（高度在合并时用到）。用了 fa 数组表示代表元
素，m 表示集合元素个数。

for(int i=1;i<=n;i++)
{
    fa[i]=i;
    m[i]=1;
}

合并

这里把合并放到查询前面，有助于理解（也许），用到的 find 函数就是查找代表元素的意思。把一个集
合的代表元素更替为零一个集合的代表元素，这里体现为将这个代表元素的 fa 更换为另一个代表元素，
以后再进行其他元素 fa 的更迭，有lazy_tag的感觉。这里将高度小的合并到高度大的里面去，从而减少了
以后更改的工作量。

int fx=find(x),fy=find(y);
if(fx==fy)
    return;
if(m[fx]>m[fy])
{
    m[fx]+=m[fy];
    fa[fy]=fx;
}
else
{
    m[fy]+=m[fx];
    fa[fx]=fy;
}

查找

查找元素的代表元素。根据上面的合并的过程，查找的方式就是递归查找 fa[x] 的 fa 的 fa 的
fa······直某个元素的 fa 是它自己。在这里用了一个叫路径压缩的方法，即在查询过程中顺带将
所有涉及到的祖辈元素的 fa 都改成集合的代表元素，这样只更新了用到的点，并且为后来的操作提供了
便利。

int find(int x)
{
    if(fa[x]==x)



2026/01/14 04:35 3/3 并查集

CVBB ACM Team - https://wiki.cvbbacm.com/

        return x;
    return fa[x]=find(fa[x]);
}

权值

元素与代表元素之间的联系可以带有权值，这样代表元素相同的两个元素可以通过各自与代表元素之间的
权值来判断关系。比如负负得正

可持久化

有一些问题要求回溯到之前的某一个版本进行查询或修改，这个时候就要求我们的并查集可持久化。
这个地方的前置知识点就是主席树。因为主席树只支持单点修改，在可持久化的版本里我们就不能使用路
径压缩了，因此我们要尽量减少在某一个版本中查询代表元素的时间的话就应当仍然使用启发式合并。
具体的操作就是用主席树把 fa 数组和 m 数组存起来，每一次查询或更改的时候先找一下这个值对应的版
本里的位置。
代码就不贴了，就是主席树和并查集的结合。

例题

模板题 hdu1232
带权值 poj1073
带权值 poj2492
食物链 带权值 poj1182
可持久化 模板题

再难的题可以在各个oj上根据算法标签找

参考

https://www.nowcoder.com/profile/2315431/note/detail/316067
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